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Abstract 

Software reuse is a widely recognized and extensively studied practice in the field of software engineering. It involves 
using pre-existing software components to enhance productivity and efficiency. Node.js and its package manager enable 
software reuse by managing dependencies. Dependencies play a crucial role in defining the connections and interactions 
between various components of a software system. The selection of components and their interactions can greatly 
impact the functionality, performance, and stability of a software system. Overlooking these factors or making poor 
choices regarding component selection may lead to incomplete or flawed systems. Various factors that impact the 
decision-making process for selecting components were discussed, including documentation availability, 
crowdsourcing initiatives, and GitHub activities.  
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1. Introduction

The practice of software reuse is well-known and extensively documented in the field of software engineering. It 
involves the utilization of pre-existing software components (1), such as modules, libraries, frameworks, or even 
complete applications, to develop new software systems. This approach allows developers to save time and effort during 
development while also enhancing overall software quality and maintainability. In the current software development 
environment, it is crucial to carefully choose components for reuse to have successful and sustainable software reuse 
practices. To reap the maximum advantages from software reuse, developers and organizations should take into 
account factors such as the suitability of components for specific projects. 

The compatibility of open-source components differs across key domains (2). For instance, in the systems infrastructure 
domain, operating systems and databases are often highly compatible and can be easily integrated into different 
software systems. In the personal productivity domain, there is a wide range of compatible tools for tasks like document 
editing, email management, and project collaboration. In the software development domain, open-source components 
are extensively used with interoperability ensured through community-driven standards and best practices. 

Open-source components have gained popularity in different domains (3) due to their benefits, such as cost reduction 
and flexibility. These components are created and maintained by a community of contributors and have diverse 
applications in operating systems, databases, and software development. In the field of software development 
specifically, widely used open-source components include programming languages like Python and JavaScript, version 
control systems such as Git, and development frameworks like Django and React. 

Node.js is widely used by developers as a runtime environment for executing JavaScript code on the server-side (4). It 
provides an effective and streamlined foundation for creating scalable network applications because of its event-driven 
and non-blocking I/O model. A key benefit of Node.js is its package manager (5), which facilitates software reuse 
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through dependency management. Dependencies are critical in determining relationships and interactions between 
different components within a software system. Additionally, successful software reuse in large-scale systems depends 
on factors such as the reliability of reusable components and the strategies employed for their management and 
implementation. 

Managing dependencies in Node Package Manager (npm) presents challenges such as ensuring compatibility and 
resolving conflicts between different package versions. The security impact of npm dependencies is substantial (6), 
especially considering that Node.js depends extensively on its package manager, npm, which is a major part of its 
software environment. As a result, developers frequently rely on many third-party packages, even for fundamental 
features, leading to a substantial vulnerability. Additionally, the Node.js/npm community's inclination towards 
numerous small packages adds to the extensive number of dependencies (6). 

It is now well established that the software world is rapidly changing. The success of software development projects 
relies heavily on the careful selection and management of software components and their dependencies. The choice of 
components and how they interact can significantly impact the functionality, performance, and stability of a software 
system. Neglecting to consider these factors or making poor decisions in component selection can result in incomplete 
or faulty systems. A notable example in 2016 is the deletion of a small package with just 11 lines of code from the npm 
registry caused widespread issues among numerous packages (7). However, current practices for selecting software 
components often overlook important evaluation criteria such as suitability and completeness. Additionally, there is a 
scarcity of effective models and measures that can aid in assessing the quality attributes of software components when 
making selections. 

The study explores the survival of software reuse in terms of Node.js packages, focusing on component selection and 
dependency. It aims to identify the key factors that influence component selection in the context of node.js packages 
and examine the process of managing dependencies in the Node.js ecosystem. 

2. Literature review 

This section explores the most pertinent research for this study. Previous studies are divided into two primary 
categories: research focused on component selection and work relevant to package dependencies. 

2.1. Software Reuse  

The literature on Opportunities for Software Reuse provides a historical overview of software reuse, discussing its 
development and emerging trends in the field. It also examines the origins of software reuse that emerged during the 
software crisis of the late 1960s and its subsequent evolution as a formal discipline. This paper identifies four key 
categories of software reuse: domain analysis, generators, and transformation models; components, languages, and 
code reuse; and reuse cost models. In addition, they present findings from an industry survey that highlights an 
increasing inclination toward reusing existing software along with a rise in repository usage to facilitate such reuse (8). 
(9) proposed a machine learning algorithm that improves performance metrics for testing the reusability of software 
components, while (10) examined software reuse in Colombia, identifying barriers to adoption and factors influencing 
success. 

Drawing on an extensive range of sources, the authors set out a new concept of software reuse within the context of 
opportunistic design (11). This approach involves integrating evolving components in a non-systematic haphazard 
manner, effectively leading to what the authors term “tip-of-the-iceberg” in software systems that primarily rely on 
third-party components rather than those developed by the primary team. To illustrate this phenomenon, the authors 
present a case study involving an industrial Internet of Things project where less than 5% of the source code originated 
from their team, with most coming from open-source components obtained from external sources. Overall, these papers 
emphasize the significance of software reuse while providing various strategies and perspectives for its implementation 
and enhancement. 

3. Review of related works  

In an exploration of npm package selection, a survey examines the factors that influence developers from both user and 
contributor perspectives. From the user point of view, it delves into aspects such as package usage, while from the 
contributor perspective, it focuses on contribution guidelines and package building/testing. The study highlights 
differing priorities between users and contributors, indicating a need for additional metrics to capture these 
perspectives. Relevant features are identified and analyzed for each viewpoint, with correlations investigated among 



Global Journal of Engineering and Technology Advances, 2024, 19(01), 207–211 

209 

these features. Additionally, the paper evaluates the “runnability” (including installation, building, and testing) of both 
npm packages themselves and their dependencies. Ultimately, the research aims to provide valuable insights for 
package recommendation systems and encourage consideration of new metrics in measuring package quality (12). A 
simplification approach (2) enhances the effectiveness of the npm search engine by streamlining its components while 
maintaining package rankings. The approach involves simplification across various metrics categorized as quality, 
popularity, and maintenance. 

The work of (13) provides an in-depth analysis of the characteristics of popular packages within the npm ecosystem, 
The study incorporates both qualitative and quantitative methods, including surveys with 118 JavaScript developers 
and regression analysis on a dataset comprising 2,527 npm packages. The findings highlight various factors that 
contribute to the selection of highly-popular packages, such as comprehensive documentation, a large number of stars 
on GitHub, high download rates, and minimal security vulnerabilities. These insights offer valuable guidance for package 
developers, ecosystem maintainers, and users in maximizing their usage of npm packages. 

A recent study of JavaScript static analysis tools for vulnerability detection in Node.js Packages (14), evaluates the 
effectiveness of JavaScript vulnerability detection tools for analyzing Node.js packages. The authors curated a dataset 
containing 957 vulnerabilities in Node.js code, which was used to test nine different static code analysis tools. The results 
revealed that many significant vulnerabilities from the Open Worldwide Application Security Project (OWASP) Top-10 
list went undetected by all tested tools. The most effective tools only identified up to 57.6% of the vulnerabilities with a 
precision rate as low as 0.11%. These findings highlight the need for improved detection methods and provide valuable 
insights for future research in this field. The publicly available curated dataset can serve as a benchmark for evaluating 
vulnerability detection techniques in Node.js applications. 

One study (15) investigates the role of updating dependencies and explores who is responsible for these updates. 
Through analyzing 89,393 npm packages, the authors examine repository data to determine the individuals or authors 
responsible for updating libraries and whether the distribution of responsibility impacts which libraries are updated. 
The results indicate that 64.24% of packages are maintained by a single dependency author responsible for updating 
their dependencies. Furthermore, a relationship exists between the number of dependency authors and changes in 
dependencies, implying that having more responsible developers raises the probability of updating these external 
components. Finally, npm packages with only one dependency author update different libraries compared to those with 
multiple dependency authors. 

4. Factors that influence component selection  

4.1. Documentation  

Documentation plays a crucial role in the selection of software packages by users. In addition to well-designed and 
reusable code, package users consider recent releases and high-quality documentation as important factors. Good 
documentation is essential for understanding how to use a software system effectively in projects. While some packages 
have addressed this need by providing unofficial documentation such as blog posts, it is still necessary for packages to 
prioritize comprehensive and official documentation for user convenience (12). 

4.2. Crowdsourcing  

Developers frequently rely on the Internet as a source of information when writing code, often placing more trust in 
anonymous commenters and popularity ratings than their colleagues. In fact, (16) maintains that seeking advice online 
is a considerably preferred method of finding components compared to asking a colleague for assistance. 

4.3. GitHub Activities  

The frequency of package releases can indicate how well maintained the package is. A higher number of releases 
suggests that the package is actively updated and maintained(13). Developers may be discouraged from selecting and 
using an npm package if it depends on vulnerable dependencies, as these vulnerabilities can raise concerns about the 
security of the package (17,18).  

The frequency of commits in the package repository is an important factor for developers when selecting packages to 
use. Previous studies have shown that a higher number of commits indicates a more active and well-maintained 
package, making it favored by developers, another significant factor is the number of downloads, Higher download 
numbers for a package suggest that it is widely chosen and used (17). The popularity of a package on GitHub is often 
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determined by the number of projects that utilize it. Packages with a large user base tend to attract more developers to 
adopt them (18).  

5. Dependence management  

In the context of software programs or applications, a dependency is an external resource or library that is necessary 
for proper functioning. Dependencies can be packages or modules that are required by the application to run effectively 
and without any issues. Similarly in the context of npm dependencies, a dependency refers to a package or module that 
is necessary for the proper functioning of a Node.js application. These dependencies can be installed and managed using 
the npm package manager, which provides developers with an efficient way to incorporate and update external libraries 
in their projects. 

Node.js applications rely on the Node Package Manager (npm) to handle their dependencies (19). The npm registry 
houses over 4 million packages and has experienced a rapid increase in package availability compared to other 
programming languages (20). Node.js applications, dependencies are typically specified in a package.json file using JSON 
format. This file lists the dependencies and their versioning constraints. The versioning constraint is a convention that 
dictates which version(s) of a package an application can depend on. It can be either static, specifying a specific version 
(for example, “P:1.0.0”), or dynamic, defining a range of versions (for example “P:>1.0.0”). Developers commonly use 
dynamic versioning constraints to install the latest updates and security fixes for packages. In this case, the resolved 
version corresponds to the most recent installable version that meets the constraint (21). 

In the package.json file, Node.js applications can define two categories of dependencies: development and production. 
Development dependencies are exclusively installed on development environments, meaning any issues that arise from 
them do not affect production environments. Conversely, production dependencies (also known as runtime 
dependencies) are installed on both production and development environments (22). 

6. Discussion  

One of the main findings of this study highlights the importance of carefully choosing software components to ensure 
long-term durability and adaptability. The Node.js ecosystem offers a wide range of open-source packages, this study 
emphasizes that developers should consider factors like community support and maintenance frequency when 
selecting components. 

Efficiently managing dependencies is crucial for maintaining the stability and security of software systems. This study 
emphasizes that failing to properly handle version updates and outdated functionality can introduce considerable risks. 
To mitigate these risks, developers need to be proactive in their approach to managing Node.js Packages and their 
corresponding dependencies. By staying attentive and adhering to best practices, developers can effectively safeguard 
their software from potential issues. 

7. Conclusion 

The success of software reuse in Node.js relies on developers making informed choices regarding component selection 
and dependencies, actively managing their dependencies, and keeping up with industry trends. As we navigate the ever-
changing landscape of software development, it is crucial to understand the interdependence between careful 
component selection, effective dependency management practices, and long-term sustainability.  
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